ABSTRACT
Multimedia streaming over HTTP has gained momentum with the approval of the MPEG-DASH standard and many research papers evaluated various aspects thereof but mainly within controlled environments. However, the actual behaviour of a DASH client within real-world environments has not yet been evaluated. The aim of this paper is to compare the QoE performance of existing DASH-based Web clients within real-world environments using crowdsourcing. Therefore, we select Google’s YouTube player and two open source implementations of the MPEG-DASH standard, namely the DASH-JS from Alpen-Adria-Universitaet Klagenfurt and the dash.js which is the official reference client of the DASH Industry Forum. Based on a predefined content configuration, which is comparable among the clients, we run a crowdsourcing campaign to determine the QoE of each implementation in order to determine the current state-of-the-art for MPEG-DASH systems within real-world environments. The gathered data and its analysis will be presented in the paper. It provides insights with respect to the QoE performance of current Web-based adaptive HTTP streaming systems.
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1. INTRODUCTION
In recent years MPEG’s Dynamic Adaptive Streaming over HTTP (MPEG-DASH; or just DASH) has gained momentum both within industry and research [15]. Various implementations of the the standard have become available, partially due to the specification of the Media Source Extensions (MSE) [2] which are currently (or being soon) supported by major Web browsers (i.e., Internet Explorer, Mozilla Firefox, Google Chrome, Safari). The MSE provide an easy access to the multimedia decoding chain of the Web browser via the HTML5 video element and, thus, provides support for an Javascript-based implementation of current multimedia communication technologies. This encourages the implementation of adaptive HTTP streaming technologies like DASH because one can solely focus on implementing the mandatory components required by DASH thanks to the MSE. A typical implementation supporting DASH comprises the following components:

- **MPD parser**: receives and parses the XML-based media presentation description (MPD) from a source (e.g., HTTP server).
- **Segment handler**: requests the segments via a standard HTTP client according to the available representations defined within MPD and based on the information determined by the adaptation logic.
- **Adaptation logic**: this is the core of every DASH client and decides which media representation shall be used for a given content based on the client’s context such as network parameters, terminal characteristics, and user preferences in order to maximize the Quality of Experience (QoE).

Figure 1 provides an overview of a typical DASH-based system architecture. The parts in red are specified within the DASH standard, i.e., the MPD and segment formats. The other parts are left open in order to encourage researchers and industry to come up with novel algorithms and implementations. All segments are identified using HTTP URLs described within the MPD. The MSE provide support for segment handling (including parsing, demuxing – if needed –, decoding, and rendering) and the Web browser environment provides the HTTP client. Thus, a Web-based implementation of DASH can focus on the MPD parsing and adaptation logic.
Current research efforts in this domain focused on the adaptation logic to increase media throughput at the client in order to maximize the QoE under the given context conditions. The evaluation of the proposed adaptation algorithms is mainly done based on predefined context conditions (i.e., predefined bandwidth trajectories or captured network traces) within a laboratory environment following a given experimental setup. In this work, however, we investigate the QoE of Web-based adaptive streaming clients within real-world environments which helps to better understand the dynamics of real-world deployments. Therefore, we selected three DASH-enabled Web clients, namely: DASH-JS, dash.js, and YouTube. DASH-JS is one of the first open source implementations developed by the Alpen-Adria-Universität Klagenfurt and proposes a simple rate-based adaptation logic [13]. dash.js is the official reference implementation of the DASH Industry Forum (DASH-IF) and is also available as open source. Finally, the official YouTube client adopted DASH playout recently (in HTML5 implementation of the DASH Industry Forum (DASH-IF)) [17]. For the subjective assessment using crowdsourcing we used as they are provided (i.e., no modifications to the adaptation logic or any other component). For DASH-JS we used the stimulus, and the evaluation methodology for assessing the QoE using crowdsourcing of Web-based DASH clients is done in [11] which uses bandwidth traces captured in wireless/3G networks and used within a laboratory setup to determine the media throughput (among others) of different formats and client implementations.

Using crowdsourcing for QoE evaluations is an active research topic for which best practices [6] and a trusted framework [18] are available. In this paper, we have adopted these principles for our needs as documented in the next section.

To the best of our knowledge no research paper provides a QoE evaluation using crowdsourcing of Web-based DASH clients in a real-world environment.

2. RELATED WORK

A comparison of YouTube using progressive HTTP download and with DASH enabled is described in [9]. Authors found that approximately 43% of the videos are not watched in their entirety (according to a recorded trace). The bandwidth and cost savings correlate with the segment size of the DASH compliant stream. With longer segments (10s) the bandwidth and cost savings decrease compared to shorter segments (2s). The QoE impact of stalling caused by buffer outages for YouTube videos is investigated in [7]. The results and their analysis show that the QoE degrades exponentially with an increase in stalling events.

In [3] different rate-based adaptation strategies are objectively compared. The results state that the adaptation strategy that uses the average bitrates of the segments compared to the average bandwidth available is the most robust against buffer underflows. Furthermore, a quality based adaptation strategy is introduced which takes into account PSNR values of the segments. A similar evaluation of DASH-like system is done in [11] which uses bandwidth traces captured in wireless/3G networks and used within a laboratory setup to determine the media throughput (among others) of different formats and client implementations.

3. METHODOLOGY

In this section we discuss the participants, the selected stimulus, and the evaluation methodology for assessing the QoE of the selected DASH-enabled Web clients.

3.1 Platform & Participants, Stimulus, and Evaluation Method

For the subjective quality assessment using crowdsourcing we have selected the crowdsourcing platform Microworker [10]. This platform allows creating so-called campaigns which microworkers will carry out. For validating whether a microworker has successfully participated in the campaign, microworkers are asked to hand in a proof, i.e., a unique identification number which is provided at the end of the subjective quality assessment. We set a compensation of 0.2 to 0.33 US$ depending on the region for which the campaign is available [5]. We made our campaign available to eastern Europe (east/west): Austria, France, Germany, Spain, Italy, Netherlands, Portugal, and Sweden; east: Bulgaria, Macedonia, Greece, Lithuania, Romania, Poland, and Turkey; North America (USA, Canada), and India.

The stimulus is an excerpt of the open source trailer Tears of Steal [16] comprising a video sequence without audio (duration: 160 seconds; resolution: 720p). As we do not evaluate encoding parameters or content-specific options but the streaming experience of different DASH-enabled Web clients, we believe one video sequence is sufficient. We compare the following DASH-enabled Web clients: DASH-JS, dash.js and YouTube. The DASH-enabled Web clients are used as they are provided (i.e., no modifications to the adaptation logic or any other component). For DASH-JS we used the stimulus, and the evaluation methodology for assessing the QoE using crowdsourcing of Web-based DASH clients is done in [11] which uses bandwidth traces captured in wireless/3G networks and used within a laboratory setup to determine the media throughput (among others) of different formats and client implementations.

The stimulus is an excerpt of the open source trailer Tears of Steal [16] comprising a video sequence without audio (duration: 160 seconds; resolution: 720p). As we do not evaluate encoding parameters or content-specific options but the streaming experience of different DASH-enabled Web clients, we believe one video sequence is sufficient. We compare the following DASH-enabled Web clients: DASH-JS, dash.js and YouTube. The DASH-enabled Web clients are used as they are provided (i.e., no modifications to the adaptation logic or any other component). For DASH-JS we used the stimulus, and the evaluation methodology for assessing the QoE using crowdsourcing of Web-based DASH clients is done in [11] which uses bandwidth traces captured in wireless/3G networks and used within a laboratory setup to determine the media throughput (among others) of different formats and client implementations.
the version provided\textsuperscript{2} and for dash.js we used version 1.1.2\textsuperscript{3}. In order to provide the same content configuration for all clients we adopted the configuration of YouTube with the resolutions and corresponding bitrates as follows: 144p (250 kbit/s), 240p (380 kbit/s), 360p (740 kbit/s), 480p (1308 kbit/s), and 720p (2300 kbit/s). The segment size was 2 seconds for all configurations. For DASH-JS and dash.js we hosted the content on our universities’ server which has a symmetric bandwidth of approximately 10Gbit/s. For the YouTube player, the content was hosted by YouTube.

Figure 2 illustrates the methodology we have used for conducting the subjective quality assessment. First, we provide a detailed introduction explaining participants the structure of the actual task and how the QoE shall be assessed. Second, a pre-questionnaire is presented which asks for demographic data (e.g., age, gender, country of residence). Third, the main evaluation is presented. The stimulus is presented using a Web page with a gray background as recommended in [1]. The stimulus is only present once to each participant and only one of the three Web clients is selected for the playback. The selection of the Web page is uniformly distributed ($p = \frac{1}{3}$) among the participants. The size of the Web client was fixed to a resolution of 1280 x 720. After the stimulus presentation the participants have the possibility to rate the QoE using a slider with a continuous scale from 0 to 100. The slider is initially set to 50 (middle position) and the time for rating the QoE is limited to eight seconds [1]. In the case of stalls the participants have the possibility to repeat the subjective quality assessment from which 33 participants were screened in order to test whether the variances are equal. In the case of stalls, the F-test rejected our hypothesis, we used the student’s t-test for equal sample variances otherwise we used the student’s t-test for unequal sample variances. A student’s t-test revealed a statistical signif-

Figure 3: Overview of the results for the evaluated DASH-enabled Web clients.

Figure 4: MOS grouped by the regions and presented for each Web client.

In our subjective assessment both influence factors stalling and different representation bitrates were present. Thus, we cannot distinguish which of the influence factors had the highest impact on the resulting QoE because if a user experiences stalls they may be accompanied by a lower representation bitrate (and vice versa). There is only a low linear correlation between the representation bitrate and QoE (i.e., $\rho = 0.38, p = 2.6 \cdot 10^{-11}, t = 6.95$). An interesting finding is that there is no linear correlation between the startup time and the QoE (e.g., $\rho = 0.18, p = 0.002, t = 3.07$) and, thus, the startup time has no significant impact on the QoE (as already indicated in Figure 3).

Figure 5 depicts the average representation bitrate selected by each client’s adaptation logic grouped by region. Interestingly, the results of DASH-JS and YouTube within Europe are similar whereas YouTube outperforms the other clients in the other two regions, specifically within USA & Canada. One explanation of this behaviour is that the content for DASH-JS and dash.js is hosted solely at our universities’ premises whereas for YouTube the content is hosted directly at YouTube and, thus, the existence of a content delivery network and additional server infrastructure may contribute to a better performance. However, it seems that India does not benefit from the YouTube infrastructure in the same way as USA & Canada. Finally, as seen in the results, dash.js adopts a rather conservative approach for all regions.

The results clearly state that the main influence factors for the QoE of DASH-enabled Web clients are the number of
Therefore, it is feasible to exclude these participants. Shortened the playback of the stimulus presentation and, presentation times does filter those participants that have the study. Screening participants that had lower playback times have not been considered by the web-based assessment platform. However, there was only very little evidence that this high frequency of representation switches have a significant impact on the QoE.

5. DISCUSSION

The conducted subjective quality assessment using crowdsourcing covers three DASH-enabled Web clients. We used them as they are provided without any modifications and optimizations with respect to the QoE. If we take possible extensions of the adaptation logic into account, dash.js provides the easiest way of changing the adaptation behavior. It provides the possibility of adding “rules” which define the behavior of the adaptation mechanism. DASH-JS demands rewriting the adaptation logic or an extension of the existing one. YouTube does not provide the possibility to allow any modifications to its adaptation logic.

Since we could not find a correlation between the startup time and the resulting QoE does not hold in general because the participants were hired through microworkers. Furthermore, participants that dropped out because of high startup times have not been considered by the web-based assessment platform.

The screening of the participants by using fingerprinting the browser has been investigated in [4]. It can reveal those participants that try to participate more than once in the study. Screening participants that had lower playback presentation times does filter those participants that have shortened the playback of the stimulus presentation and, therefore, it is feasible to exclude these participants.

DASH-JS provides a simple throughput-based adaptation logic, yet results are comparable with commercial deployments like YouTube. The YouTube client achieves a much higher average representation bitrate (throughput) in USA & Canada compared to other clients. However, the QoE difference between YouTube and others in that region is not as high as the average representation bitrate which indicates that also other factors impact the QoE. In general, the average representation bitrate in India is much lower than for other regions although the QoE is still in an acceptable range. This could be explained by regional aspects and context conditions, e.g., lower available bandwidth or that in some regions crowdsourcing is not done as honest as microworkers do not want to risk not receiving the compensation. The impact of a dedicated delivery infrastructure (i.e., CDN, servers, proxies, caches) becomes apparent for results in USA&Canada which provides the same average representation bitrate as in Europe and also yields similar QoE results. DASH-JS does not benefit from such an infrastructure and has a significant lower bitrate and QoE than YouTube.

Finally, dash.js is the most sophisticated DASH-enabled Web client among the three because it fully supports the DASH standard including the live profile, although DASH-JS has been recently extended with live support4. With respect to the effort of embedding the clients into a Web page all three can be embedded without any problems and with a minor expenditure of time.

6. CONCLUSIONS AND FUTURE WORK

In this paper we have investigated the QoE of DASH-enabled Web clients within real-world environments using crowdsourcing. Therefore, we selected an already deployed client (YouTube) and research prototypes (DASH-JS and dash.js) using the same content configurations and conducted a crowdsourcing campaign to assess the QoE when consuming video content over the Internet. The results indicate that the delivered representation bitrate and the number of stalls are the main influence factors on the QoE. Interestingly, this confirms similar results achieved in previous evaluations but conducted within a controlled environment without real-world context conditions. Therefore, the findings documented in this paper provide evidence about QoE aspects of DASH-enabled Web clients within real-world environments. Additionally, it shows the feasibility of using crowdsourcing for subjective quality assessments within this application domain.

Future work comprises a more comprehensive evaluation of various adaptation logics (both objective and subjective) and the impact of dedicated delivery infrastructures aiming to improve DASH-based services.
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